На сьогодні, використовуючи JavaScript, можна створювати:

* веб-застосунки на фреймворках React, Vue, Angular та інших
* бекенд-застосунки на Node.js
* мобільні застосунки на React Native або Ionic
* десктоп-застосунки за допомогою Electron
* мікроконтролери з Johnny-Five і Espruino

Для реалізації всіх цих можливостей, необхідно добре знати синтаксис мови, її особливості та механізми, тренуватися мислити алгоритмічно і вирішувати якомога більше практичних задач.

**Підключення скрипту**

Щоб додати скрипт на веб-сторінку, в HTML-файлі використовується тег script, в атрибуті src якого, зазначаємо посилання на зовнішній JavaScript-файл.

Щоб підключити JavaScript із зовнішнього файлу:

* Створіть файл з розширенням .js і помістіть його у підпапку js.
* Потім вкажіть шлях до файлу скрипту в атрибуті src тегу script.

*<!DOCTYPE html>*  
<html lang="en">  
 <head>  
 <meta charset="UTF-8" />  
 <title>JavaScript is fun!</title>  
 </head>  
  
 <body>  
 *<!-- контент -->*  
 <script src="js/script.js"></script>  
 </body>  
</html>

ЦІКАВО

Розміщення JavaScript файлу в папці js не вимагається, однак, - це хороша практика.

Якщо скрипт підключений в <head>, рендеринг сторінки зупиняється доти, доки скрипт не завантажиться і повністю виконається. Браузер завантажує і відображає HTML поступово. Якщо він бачить тег <script>, без додаткових атрибутів, то спочатку виконується скрипт, і тільки потім обробляється інший код HTML-файлу. Тому, скрипт підключають перед закриваючим тегом <body>, після всього вмісту, як у прикладі.

# Інструменти розробника

При написанні коду завжди будуть сповіщення і помилки, - це нормально. Консоль браузера показує інформацію, пов'язану із веб-сторінкою, зокрема повідомлення про помилки і попередження виконання JS-коду, запущеного в контексті сторінки.

Наступні комбінації клавіш відкривають інструменти розробника на вкладці Console:

* Windows і Linux - Ctrl + Shift + J або F12
* MacOS - Command + Option + J

# Основи синтаксису

При написанні коду важливо не просто знати, який символ або конструкцію можна використовувати, але насамперед необхідно розуміти термінологію і складові вихідного коду. В цій секції нам не важливе розуміння як що працює, ми тільки познайомимось з базовою термінологією і синтаксисом.

## Інструкція[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/syntax#%D1%96%D0%BD%D1%81%D1%82%D1%80%D1%83%D0%BA%D1%86%D1%96%D1%8F)

**Інструкція (statement)** - це пов'язаний набір слів і символів із синтаксису мови, які об'єднуються з метою вираження однієї ідеї, однієї інструкції для машини.

a = b \* 2;

Інструкції в JavaScript завершуються крапкою з комою, яку можна порівняти із крапкою наприкінці речення вашої рідної мови.

* a і b - змінні (як в алгебраїчному рівнянні), це сховища даних, які використовує програма. Змінна складається із ідентифікатора (імені) і пов'язаного з ним значення.
* 2 - просто число. Це називається значенням літерала (literal value), тому що не зберігається у змінній.
* = і \* - оператори, вчиняють дії над значеннями і змінними.

Уявімо, що змінна b вже зберігає число 10. Тоді ця інструкція каже машині:

1. Піди знайди змінну з ідентифікатором b і запитай, яке в неї зараз значення.
2. Підстав значення змінної b (10), у твердження на місце b.
3. Виконай операцію множення 10 на 2.
4. Запиши результат обчислення виразу правої частини у змінну a.

ЦІКАВО

Завершення інструкції крапкою з комою не вимагається, однак, **настійно рекомендується** завжди її ставити. Це просте правило зробить код зрозумілішим і допоможе уникнути неочевидних помилок.

## Вираз[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/syntax#%D0%B2%D0%B8%D1%80%D0%B0%D0%B7)

Інструкції складаються із частин, як і в будь-якій мові речення складаються із фраз і ці фрази називаються виразами.

**Вираз (expression)** - посилання на змінну або значення, або на набір змінних і значень в поєднанні з операторами.

[ [a] = [ [b] \* [2] ] ]

Інструкція з прикладу вище містить 5 виразів, які виділені квадратними дужками для візуалізації (це не синтаксис мови):

* [2] - вираз значення літерала.
* [b]і[a] - вирази змінної, означають необхідність підставити значення змінної, але лише у тому випадку, якщо змінна складається із правої частини виразу присвоювання.
* [b \* 2] - арифметичний вираз множення.
* [a = b \* 2] - вираз присвоювання. У нашому випадку вказує на необхідність обчислення правої частини виразу і присвоювання результату змінної a у лівій частині виразу.

Також існує вираз виклику, порівняння тощо. Ми не будемо зараз розглядати їх усіх, нам важливо розуміти, з яких частин складається вихідний код і як правильно його читати.

## Інтерфейс[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/syntax#%D1%96%D0%BD%D1%82%D0%B5%D1%80%D1%84%D0%B5%D0%B9%D1%81)

Коли ми підходимо до автомату з кавою або сідаємо за кермо автомобіля, існує певний набір елементів управління, з яким можна взаємодіяти. У програмуванні це називається інтерфейс.

**Інтерфейс** - це набір властивостей і методів сутності, доступних для використання у вихідному коді.

### Властивість[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/syntax#%D0%B2%D0%BB%D0%B0%D1%81%D1%82%D0%B8%D0%B2%D1%96%D1%81%D1%82%D1%8C)

У нас з вами є властивості: зріст, вага, колір очей, тобто якісь описові характеристики. Так само і у даних є властивості, наприклад у рядка є властивість його довжини. Синтаксис звернення до властивості дуже простий - через крапку.

сутність.ім`я\_властивості

Для наочності, звернемось до властивості рядка length, яка містить кіл-ть символів рядка.

"JavaScript is awesome".length;

### Метод[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/syntax#%D0%BC%D0%B5%D1%82%D0%BE%D0%B4)

Це виклик дії, наприклад присісти або плавати, тобто якась активна операція. Так само і у даних є свої заздалегідь визначені методи, наприклад, можна додати або видалити елементи з колекції, перевести рядок в інший регістр тощо. Синтаксис виклику метода дуже схожий на звернення до властивості, але в кінці додається пара круглих дужок.

сутність.ім`я\_метода()

Для прикладу звернемось до методу рядка toUpperCase(), який зробить усі літери великими.

"JavaScript is awesome".toUpperCase();

## Суворий режим[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/syntax#%D1%81%D1%83%D0%B2%D0%BE%D1%80%D0%B8%D0%B9-%D1%80%D0%B5%D0%B6%D0%B8%D0%BC)

Нова можливість у специфікації ECMAScript 5, яка дозволяє переводити скрипт у режим повної відповідності сучасному стандарту. Це запобігає певним помилкам, як-от використання небезпечних і застарілих конструкцій.

Для того, щоб перевести скрипт в суворий режим, достатньо зазначити директиву на початку js-файлу. Завжди пишіть код в суворому режимі.

script.js

"use strict";  
*// Це коментар. Далі йде увесь код JS-файлу*

# Змінні і типи

Змінні використовуються для зберігання даних і складаються із ідентифікатора (імені) і області в пам'яті, де зберігається їх значення. Змінну можна уявити у вигляді коробки з назвою, в якій щось лежить (значення).

<ключове\_слово> <ім`я\_змінної> = <значення>

## Імена змінних[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/variables#%D1%96%D0%BC%D0%B5%D0%BD%D0%B0-%D0%B7%D0%BC%D1%96%D0%BD%D0%BD%D0%B8%D1%85)

**Ідентифікатор** - це ім'я змінної, функції або класу. Складається з одного або декількох символів у наступному форматі.

* Першим символом повинна бути літера a-z або A-Z, символ підкреслення \_ або знак долара $.
* Інші символи можуть бути літерами a-z, A-Z, цифрами 0-9, підкресленнями \_ і знаками долара $.
* Ідентифікатори чуттєві до регістру. Це означає, що змінні user, usEr і User - різні.

Ім'я змінної повинно бути зрозумілим.

*# ❌ Погано*  
chislo  
korzina\_tovarov  
profil\_polzovatelya  
tekushiy\_mesyaz  
  
*# ✅ Добре*  
number  
cart  
userProfile  
currentMonth

Використання camelCase-нотації для ідентифікаторів - це стандарт. Перше слово пишеться малими літерами, а кожне наступне починається з великої. Наприклад, user, greetUser, getUserData, isActive, activeGuestCount, totalWorkerSalary.

* [Як називати змінні](https://bookflow.ru/kak-nazyvat-peremennye/)
* [Домовленість про імена змінних](https://medium.freecodecamp.org/javascript-naming-conventions-dos-and-don-ts-99c0e2fdd78a)

## Ключові слова[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/variables#%D0%BA%D0%BB%D1%8E%D1%87%D0%BE%D0%B2%D1%96-%D1%81%D0%BB%D0%BE%D0%B2%D0%B0)

Існує список зарезервованих ключових слів, які мають спеціальне значення і використовуються для певних конструкцій. Забороняється використовувати ключові слова у якості ідентифікаторів.

|  |  |  |  |
| --- | --- | --- | --- |
| abstract | arguments | await | boolean |
| break | byte | case | catch |
| char | class | const | continue |
| debugger | default | delete | do |
| double | else | enum | eval |
| export | extends | false | final |
| finally | float | for | function |
| goto | if | implements | import |
| in | instanceof | int | interface |
| let | long | native | new |
| null | package | private | protected |
| public | return | short | static |
| super | switch | synchronized | this |
| throw | throws | transient | true |
| try | typeof | var | void |
| volatile | while | with | yield |

## Оголошення змінних[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/variables#%D0%BE%D0%B3%D0%BE%D0%BB%D0%BE%D1%88%D0%B5%D0%BD%D0%BD%D1%8F-%D0%B7%D0%BC%D1%96%D0%BD%D0%BD%D0%B8%D1%85)

Оголошення змінної починається з ключового слова const. Така змінна повинна бути одразу ініціалізована значенням, після чого її не можна перевизначити.

*// Змінні, оголошені як const, обов'язково повинні бути ініціалізовані*  
*// значенням під час оголошення, інакше виникне помилка.*  
const yearOfBirth = 2006;  
console.log(yearOfBirth); *// 2006*  
  
*// Якщо зміна оголошена як const, перезаписати її значення не можна.*  
*// При спробі присвоїти нове значення, виникне помилка виконання скрипту.*  
yearOfBirth = 2020; *// ❌ Неправильно, виникне помилка*

Для того, щоб оголосити змінну, якій у подальшому можна буде присвоїти нове значення, використовується ключове слово let.

*// Змінним, оголошеним через let, не обов'язково одразу присвоювати значення.*  
let age;  
  
*// Якщо змінній, оголошеній як let, не було присвоєно значення,*  
*// вона ініціалізується спеціальним значенням undefined (не визначено).*  
console.log(age); *// undefined*  
  
*// console.log() - це метод для виведення даних у консоль браузера,*  
*// пізніше познайомимось з ним детальніше.*  
  
*// Якщо змінна оголошена як let, її значення можна перезаписати.*  
age = 14;  
console.log(age); *// 14*

ЦІКАВО

Оголошення змінної без ключового слова let або const призведе до помилки, якщо скрипт виконується в суворому режимі.

## Коли використовувати const і let[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/variables" \l "%D0%BA%D0%BE%D0%BB%D0%B8-%D0%B2%D0%B8%D0%BA%D0%BE%D1%80%D0%B8%D1%81%D1%82%D0%BE%D0%B2%D1%83%D0%B2%D0%B0%D1%82%D0%B8-const-%D1%96-let" \o "Direct link to heading)

Єдина відмінність const і let полягає у тому, що const забороняє повторно присвоювати змінній будь-яке значення. Оголошення const робить код читабельнішим, тому що змінна завжди посилається на одне і те саме зачення. У випадку з let такої впевненості немає.

Буде розумно використовувати let і const наступним чином:

* Використовуйте const за замовчуванням, більшість змінних будуть оголошені саме таким чином.
* Використовуйте let, якщо необхідно присвоїти змінній інше значення під час виконання скрипту.

## константи і КОНСТАНТИ[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/variables#%D0%BA%D0%BE%D0%BD%D1%81%D1%82%D0%B0%D0%BD%D1%82%D0%B8-%D1%96-%D0%BA%D0%BE%D0%BD%D1%81%D1%82%D0%B0%D0%BD%D1%82%D0%B8)

Імена КОНСТАНТ - змінних, значення яких не змінюється ніколи впродовж роботи всього скрипту, як правило, записуються у форматі UPPER\_SNAKE\_CASE.

*// Константа, що зберігає значення кольору*  
const COLOR\_TEAL = "#009688";  
  
*// Константа, що зберігає повідомлення про результат логіну*  
const LOGIN\_SUCCESS\_MESSAGE = "Ласкаво просимо!";

Абсолютна більшість змінних – константи в іншому сенсі, вони просто не змінюють значення після присвоєння. Але, у різних запусках скрипту, це значення може бути різним. Імена таких змінних записують за допомогою формату camelCase.

## Звернення до змінної[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/variables#%D0%B7%D0%B2%D0%B5%D1%80%D0%BD%D0%B5%D0%BD%D0%BD%D1%8F-%D0%B4%D0%BE-%D0%B7%D0%BC%D1%96%D0%BD%D0%BD%D0%BE%D1%97)

Важливо розрізняти невизначені і неоголошені змінні.

**Невизначена (undefined)** - це змінна, яка була оголошена ключовим словом let, але не ініціалізована значенням. За замовчуванням їй присвоюється початкове значення undefined.

let username;  
console.log(username); *// undefined*

**Неоголошена (undeclared або not defined)** - це змінна, яка не була оголошена в доступній області видимості. Спроба звернутися до змінної до її оголошення призведе до помилки. Наприклад, щоб прочитати або змінити її значення.

*// ❌ Неправильно, буде помилка*  
age = 15; *// ReferenceError: Cannot access 'age' before initialization*  
console.log(age); *// ReferenceError: age is not defined*  
  
*// Оголошення змінної age*  
let age = 20;  
  
*// ✅ Правильно, звертаємось після оголошення*  
age = 25;  
console.log(age); *// 25*

## Примітивні типи[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/variables#%D0%BF%D1%80%D0%B8%D0%BC%D1%96%D1%82%D0%B8%D0%B2%D0%BD%D1%96-%D1%82%D0%B8%D0%BF%D0%B8)

В JavaScript змінна не асоціюється з будь-яким типом даних, тип має її значення. Тобто змінна може зберігати значення різних типів.

**Number** - цілі числа і числа з плаваючою комою (крапкою).

const age = 20;  
const points = 15.8;

**String** - рядки, послідовність з нуля або більше символів. Рядок починається і закінчується одинарними ', або подвійними лапками ".

const username = "Mango";  
const description = "JavaSript для початківців";

**Boolean** - логічний тип даних, прапорці стану. Всього два значення: true і false. Наприклад, на запитання чи увімкнено світло в кімнаті, можна відповісти так (true) або ні (false).

* true — так, вірно, істина, 1
* false — ні, невірно, неправда, 0

Зверніть увагу на імена змінних, що містять буль. Вони ставлять запитання, і відповідь на нього - так або ні.

const isLoggedIn = true;  
const canMerge = false;  
const hasChildren = true;  
const isModalOpen = false;

**null** - особливе значення, яке по суті означає ніщо. Використовується в тих ситуаціях, коли необхідно явно вказати порожнечу. Наприклад, якщо користувач нічого не вибрав, то можна сказати що значення null.

let selectedProduct = null;

**undefined** - ще одне спеціальне значення. За замовчуванням, коли змінна оголошується, але не ініціалізується, її значення не визначено, їй присвоюється undefined.

let username;  
console.log(username); *// undefined*

## Оператор typeof[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/variables" \l "%D0%BE%D0%BF%D0%B5%D1%80%D0%B0%D1%82%D0%BE%D1%80-typeof" \o "Direct link to heading)

Використовується для отримання типу значення змінної. Повертає на місце свого виклику тип значення змінної, вказаного після нього - рядок, в якому вказано тип.

let username;  
console.log(typeof username); *// "undefined"*  
  
let inputValue = null;  
console.log(typeof inputValue); *// "object"*  
  
const quantity = 17;  
console.log(typeof quantity); *// "number"*  
  
const message = "JavaScript is awesome!";  
console.log(typeof message); *// "string"*  
  
const isSidebarOpen = false;  
console.log(typeof isSidebarOpen); *// "boolean"*

# Взаємодія з користувачем

Розберемо базові операції введення/виведення, достатні для отримання і відображення даних від користувача, перш ніж навчимося працювати з HTML-документом.

## Виведення даних[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/user-input#%D0%B2%D0%B8%D0%B2%D0%B5%D0%B4%D0%B5%D0%BD%D0%BD%D1%8F-%D0%B4%D0%B0%D0%BD%D0%B8%D1%85)

Для виведення даних існує два методи: console.log() і alert(). В круглих дужках зазначаємо ім'я змінної, значення якої необхідно вивести.

const message = "JavaScript is awesome!";  
console.log(message); *// JavaScript is awesome!*

Спочатку можна вказати будь-який описовий рядок, після чого поставити кому і вказати ім'я змінної.

const username = "Mango";  
console.log("Username is ", username); *// Username is Mango*

Метод alert() виводить модальне вікно, текст якого відповідає значенню змінної (або літерала), яку передаємо в дужках.

const message = "JavaScript is awesome!";  
alert(message);

ЦІКАВО

console і alert - частина інтерфейсу window - глобального об'єкта, доступного при виконанні скрипту на веб-сторінці. Запис window.alert() зайвий, пишемо просто alert() або console.log(). Детальніше про це будемо говорити далі.

[**Going beyond console.log()**](https://medium.com/free-code-camp/how-to-use-the-javascript-console-going-beyond-console-log-5128af9d573b)

## Отримання даних[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/user-input#%D0%BE%D1%82%D1%80%D0%B8%D0%BC%D0%B0%D0%BD%D0%BD%D1%8F-%D0%B4%D0%B0%D0%BD%D0%B8%D1%85)

Це також методи з інтерфейсу window. Результатом свого виконання вони повертають те, що було введено користувачем, тому результат їх роботи можна записати у змінну для подальшого використання.

confirm() - виводить модальне вікно з повідомленням, і дві кнопки, Ok і Cancel. Натискаючи на Ok, результатом будет true, натискаючи на Cancel - повертається false.

*// Просимо клієнта підтвердити бронювання готелю*  
*// і зберігаємо результат роботи confirm у змінну*  
const isComing = confirm("Please confirm hotel reservation");  
console.log(isComing);

prompt() - виводить модальне вікно з полем введення і кнопками Ok і Cancel. Натискаючи на Ok, результатом буде те, що ввів користувач, у випадку Cancel - повертається null.

*// Запитуємо назву готеля, в якому хотів би зупинитися клієнт*  
*// і зберігаємо результат виклику prompt у змінну.*  
const hotelName = prompt("Please enter desired hotel name");  
console.log(hotelName);

Важлива особливість prompt полягає в тому, що незалежно від того, що ввів користувач, завжди повернеться рядок. Тобто, якщо користувач ввів 5, то повернеться не число 5, а рядок "5".

const value = prompt("Please enter a number!");  
console.log(typeof value); *// "string"*  
console.log(value); *// "5"*

[Previous](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/variables)

# Основні оператори

## Математичні оператори[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/operators#%D0%BC%D0%B0%D1%82%D0%B5%D0%BC%D0%B0%D1%82%D0%B8%D1%87%D0%BD%D1%96-%D0%BE%D0%BF%D0%B5%D1%80%D0%B0%D1%82%D0%BE%D1%80%D0%B8)

Призначення, функціонал і пріоритет (порядок) операцій нічим не відрізняються від шкільного курсу алгебри. Оператори повертають значення у вигляді результату виразу.

const x = 10;  
const y = 5;  
  
*// Додавання*  
console.log(x + y); *// 15*  
  
*// Віднімання*  
console.log(x - y); *// 5*  
  
*// Множення*  
console.log(x \* y); *// 50*  
  
*// Ділення*  
console.log(x / y); *// 2*  
  
*// Остача від ділення*  
console.log(x % y); *// 0*  
  
*// Додавання із заміною (також є для всіх інших операторів)*  
let value = 5;  
  
*// Аналогічно запису value = value + 10;*  
value += 10;  
console.log(value); *// 15*

ЦІКАВО

Важливо запам'ятати терміни складових виразу. + - \* / % називаються **оператори**, а те, на чому вони застосовуються - **операнди**.

## Оператори порівняння[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/operators#%D0%BE%D0%BF%D0%B5%D1%80%D0%B0%D1%82%D0%BE%D1%80%D0%B8-%D0%BF%D0%BE%D1%80%D1%96%D0%B2%D0%BD%D1%8F%D0%BD%D0%BD%D1%8F)

Використовуються для порівняння двох значень. Результатом свого виконання повертають буль - true або false, тобто «так» або «ні».

* a > b і a < b - більше/менше
* a >= b і a <= b - більше/менше або дорівнює
* a == b - рівність
* a != b - нерівність
* a === b - строга рівність
* a !== b - строга нерівність

const x = 5;  
const y = 10;  
const z = 5;  
  
console.log("x > y:", x > y); *// false*  
console.log("x < y:", x < y); *// true*  
console.log("x < z:", x < z); *// false*  
console.log("x <= z:", x <= z); *// true*  
console.log("x === y:", x === y); *// false*  
console.log("x === z:", x === z); *// true*  
console.log("x !== y:", x !== y); *// true*  
console.log("x !== z:", x !== z); *// false*

## Оператори рівності[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/operators#%D0%BE%D0%BF%D0%B5%D1%80%D0%B0%D1%82%D0%BE%D1%80%D0%B8-%D1%80%D1%96%D0%B2%D0%BD%D0%BE%D1%81%D1%82%D1%96)

«Нестрогі» оператори рівності == і != виконують перетворення типів порівнюваних значень у число, що може призвести до помилок, особливо у початківців.

*// ❌ Погано, виконується приведення типів*  
console.log(5 == "5"); *// true*  
console.log(5 != "5"); *// false*  
console.log(1 == true); *// true*  
console.log(1 != true); *// false*

На наступній ілюстрації показана таблиця порівняння значень з використанням операторів нестрогої рівності.

# Числа

Усі числа в JavaScript, як цілі, так і дробові, мають тип Number і їх можна записувати не тільки в десятковій системі числення.

## Приведення до числа[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/numbers#%D0%BF%D1%80%D0%B8%D0%B2%D0%B5%D0%B4%D0%B5%D0%BD%D0%BD%D1%8F-%D0%B4%D0%BE-%D1%87%D0%B8%D1%81%D0%BB%D0%B0)

Більшість арифметичних операцій і математичних функцій перетворюють значення у число автоматично. Для того, щоб зробити це явно, використовуйте функцію Number(val), передаючи їй у val те, що потрібно привести до числа.

Якщо значення привести до числа неможливо, результатом буде спеціальне числове значення NaN (Not a Number). Аналогічним чином відбувається перетворення і в інших математичних операторах і функціях.

const valueA = "5";  
console.log(Number(valueA)); *// 5*  
console.log(typeof Number(valueA)); *// "number"*  
  
const valueB = "random string";  
console.log(Number(valueB)); *// NaN*  
console.log(typeof Number(valueB)); *// "number"*

## Методи Number.parseInt() і Number.parseFloat()[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/numbers#%D0%BC%D0%B5%D1%82%D0%BE%D0%B4%D0%B8-numberparseint-%D1%96-numberparsefloat)

Перетворюють рядок символ за символом, доки це можливо. У разі виникнення помилки повертається підсумкове число.

Метод Number.parseInt() парсить з рядка ціле число.

console.log(Number.parseInt("5px")); *// 5*  
console.log(Number.parseInt("12qwe74")); *// 12*  
console.log(Number.parseInt("12.46qwe79")); *// 12*  
console.log(Number.parseInt("qweqwe")); *// NaN*

Метод Number.parseFloat() парсить з рядка дробове число.

console.log(Number.parseFloat("5px")); *// 5*  
console.log(Number.parseFloat("12qwe74")); *// 12*  
console.log(Number.parseFloat("12.46qwe79")); *// 12.46*  
console.log(Number.parseFloat("qweqwe")); *// NaN*

## Перевірка на число[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/numbers#%D0%BF%D0%B5%D1%80%D0%B5%D0%B2%D1%96%D1%80%D0%BA%D0%B0-%D0%BD%D0%B0-%D1%87%D0%B8%D1%81%D0%BB%D0%BE)

Для перевірки на число можна використовувати метод Number.isNaN(val). Він перевіряє, чи вказане значення є NaN. Метод відповідає на запитання "Це Not A Number?" і повертає:

* true - якщо значення val - NaN
* false - якщо значення val - не NaN

Для всіх значень val, крім NaN, при передачі в Number.isNaN(val) поверне false. Цей метод не намагається перетворити val в число, а просто виконує перевірку на NaN.

const validNumber = Number("51"); *// 51*  
console.log(Number.isNaN(validNumber)); *// false*  
  
const invalidNumber = Number("qweqwe"); *// NaN*  
console.log(Number.isNaN(invalidNumber)); *// true*

## Додавання чисел з рухомою крапкою (комою)[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/numbers#%D0%B4%D0%BE%D0%B4%D0%B0%D0%B2%D0%B0%D0%BD%D0%BD%D1%8F-%D1%87%D0%B8%D1%81%D0%B5%D0%BB-%D0%B7-%D1%80%D1%83%D1%85%D0%BE%D0%BC%D0%BE%D1%8E-%D0%BA%D1%80%D0%B0%D0%BF%D0%BA%D0%BE%D1%8E-%D0%BA%D0%BE%D0%BC%D0%BE%D1%8E)

Додаючи нецілі числа, в JavaScript і в інших мовах програмування є особливість. Якщо коротко, то 0.1 + 0.2 не дорівнює 0.3, результат додавання буде більший, ніж 0.3. Це тому що машина рахує у двійковій системі.

Число 0.1 у двійковій системі числення - це нескінченний дріб, оскільки у двійковій системі одиниця не ділиться на десять. Двійкове значення нескінченних дробів зберігається тільки до певного знаку, тому виникає неточність. При додаванні 0.1 і 0.2, додаються дві неточності, виходить незначна, але все-таки помилка в обчисленнях.

console.log(0.1 + 0.2 === 0.3); *// false*  
console.log(0.1 + 0.2); *// 0.30000000000000004*

Звичайно, це не значить, що точні обчислення для таких чисел неможливі. Існує декілька методів вирішення цієї проблеми.

Можна зробити їх цілими, помноживши на N, додати, а потім результат поділити також на N.

console.log(0.17 + 0.24); *// 0.41000000000000003*  
console.log((0.17 \* 100 + 0.24 \* 100) / 100); *// 0.41*

Ще один спосіб - додати, а результат скоротити до певного знаку після коми за допомогою методу toFixed().

console.log(0.17 + 0.24); *// 0.41000000000000003*  
console.log((0.17 + 0.24).toFixed(2)); *// 0.41*

## Клас Math[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/numbers" \l "%D0%BA%D0%BB%D0%B0%D1%81-math" \o "Direct link to heading)

Один із вбудованих класів, який надає набір методів для роботи з числами. Знання всіх методів напам'ять не вимагається, тільки деяких, найбільш корисних.

*// Math.floor(num) - повертає найбільше ціле число,*  
*// менше, або яке дорівнює зазначеному числу*  
console.log(Math.floor(1.7)); *// 1*  
  
*// Math.ceil(num) - повертає найменше ціле число,*  
*// більше, або яке дорівнює зазначеному числу.*  
console.log(Math.ceil(1.2)); *// 2*  
  
*// Math.round(num) - повертає значення числа,*  
*// округленого до найближчого цілого*  
console.log(Math.round(1.2)); *// 1*  
console.log(Math.round(1.5)); *// 2*  
  
*// Math.max(num1, num2, ...) - повертає найбільше ціле число з набору*  
console.log(Math.max(20, 10, 50, 40)); *// 50*  
  
*// Math.min(num1, num2, ...) - повертає найменше ціле число з набору*  
console.log(Math.min(20, 10, 50, 40)); *// 10*  
  
*// Math.pow(base, exponent) - піднесення до степеня*  
console.log(Math.pow(2, 4)); *// 16*  
  
*// Math.random() - повертає псевдовипадкове число в діапазоні [0, 1)*  
console.log(Math.random()); *// випадкове число між 0 і 1*  
console.log(Math.random() \* (10 - 1) + 1); *// псевдовипадкове число від 1 до 10*

# Рядки

**Рядок** - це індексований набір з нуля або більше символів, взятих в одинарні або подвійні лапки.

const username = "Mango";

Важливо пам'ятати, що індексація елементів рядка починається з нуля. Наприклад, в рядку "JavaScript" літера "J" стоїть на позиції з індексом 0, а "t" - під індексом 9.

Вміст рядка не можна змінити, лише прочитати. Тобто, не можна взяти будь-який символ і замінити його, як тільки рядок створений - він такий назавжди. Можна лише створити повністю новий рядок і присвоїти у змінну замість старого.

## Конкатенація рядків[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/strings#%D0%BA%D0%BE%D0%BD%D0%BA%D0%B0%D1%82%D0%B5%D0%BD%D0%B0%D1%86%D1%96%D1%8F-%D1%80%D1%8F%D0%B4%D0%BA%D1%96%D0%B2)

Якщо застосувати оператор + до рядка і будь-якого іншого типу даних, результатом операції «додавання» буде рядок. Ця операція називається конкатенація, або додавання рядків.

Під час конкатенації, будь-який тип даних приводиться до рядка і зшивається з рядком, але є особливість - послідовність запису операндів.

Послідовність операцій має значення, перетворення типів відбувається тільки в момент операції додавання з рядком, до цього моменту діють звичні правила математики.

const message = "Mango " + "is" + " happy";  
console.log(message); *// Mango is happy*

Подивимось на різний порядок операндів.

console.log(1 + "2"); *// "12"*  
console.log(1 + "2" + 4); *// "124"*  
console.log(1 + 2 + "4"); *// "34"*

В останньому прикладі відбулася математична операція додавання для перших двох чисел 1 і 2, після чого число 3 було перетворено у рядок "3" і зшито з рядком "4".

## Шаблонні рядки[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/strings#%D1%88%D0%B0%D0%B1%D0%BB%D0%BE%D0%BD%D0%BD%D1%96-%D1%80%D1%8F%D0%B4%D0%BA%D0%B8)

Шаблонні рядки - це альтернатива конкатенації зі зручнішим синтаксисом. Шаблонний рядок береться у зворотні (косі) лапки, замість подвійних або одинарних, і може містити заповнювачі місця, які позначаються знаком долара і фігурними дужками - ${вираз}.

*// Використовуючи змінні, необхідно скласти рядок з підставленими значеннями*  
const guestName = "Манго";  
const roomNumber = 207;  
const greeting =  
 "Welcome " + guestName + ", your room number is " + roomNumber + "!";  
console.log(greeting); *// "Welcome Mango, your room number is 207!"*

Складати рядки з підставленими значеннями, використовуючи конкатенацію, - дуже незручно. На допомогу приходять шаблонні рядки та інтерполяція.

const guestName = "Манго";  
const roomNumber = 207;  
const greeting = `Welcome ${guestName}, your room number is ${roomNumber}!`;  
console.log(greeting); *// "Welcome Mango, your room number is 207!"*

## Властивості і методи рядків[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/strings#%D0%B2%D0%BB%D0%B0%D1%81%D1%82%D0%B8%D0%B2%D0%BE%D1%81%D1%82%D1%96-%D1%96-%D0%BC%D0%B5%D1%82%D0%BE%D0%B4%D0%B8-%D1%80%D1%8F%D0%B4%D0%BA%D1%96%D0%B2)

У кожного рядка є вбудовані властивості і методи, розглянемо деякі з них.

### Властивість length[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/strings" \l "%D0%B2%D0%BB%D0%B0%D1%81%D1%82%D0%B8%D0%B2%D1%96%D1%81%D1%82%D1%8C-length" \o "Direct link to heading)

Для того, щоб дізнатися довжину рядка, тобто кількість його символів, у всіх рядків є вбудована властивість length, значення якої можна отримати, звернувшись до нього через крапку після імені змінної або рядкового літерала.

const message = "Welcome to Bahamas!";  
console.log(message.length); *// 19*  
console.log("There is nothing impossible to him who will try".length); *// 47*

### Методи toLowerCase() і toUpperCase()[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/strings#%D0%BC%D0%B5%D1%82%D0%BE%D0%B4%D0%B8-tolowercase-%D1%96-touppercase)

Повертають новий рядок у відповідному регістрі, не змінюючи оригінальний рядок.

const message = "Welcome to Bahamas!";  
console.log(message.toLowerCase()); *// "welcome to bahamas!"*  
console.log(message.toUpperCase()); *// "WELCOME TO BAHAMAS!"*  
console.log(message); *// "Welcome to Bahamas!"*

Бувають ситуації, коли всі символи в рядку необхідно перетворити в один регістр, верхній або нижній. Наприклад, для пошуку за ключовим словом, коли користувач вводить рядок 'saMsUng', а порівняти його потрібно з рядком 'samsung' або 'SAMSUNG'.

console.log("saMsUng" === "samsung"); *// false*  
console.log("saMsUng" === "SAMSUNG"); *// false*

Щоб не вимагати абсолютно точне введення, можна зробити «нормалізацію» введеного користувачем рядка, тобто перетворити всі його символи у верхній або нижній регістр. Методи рядка toLowerCase() і toUpperCase() повернуть новий рядок у відповідному регістрі, не змінюючи оригінальний.

const BRAND\_NAME = "SAMSUNG";  
const userInput = "saMsUng";  
const normalizedToUpperCaseInput = userInput.toUpperCase();  
  
console.log(userInput); *// 'saMsUng'*  
console.log(userInput === BRAND\_NAME); *// false*  
console.log(normalizedToUpperCaseInput); *// 'SAMSUNG'*  
console.log(normalizedToUpperCaseInput === BRAND\_NAME); *// true*

### Метод indexOf()[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/strings#%D0%BC%D0%B5%D1%82%D0%BE%D0%B4-indexof)

Повертає позицію (індекс), на якій знаходиться перший збіг підрядка або -1, якщо нічого не знайдено.

const message = "Welcome to Bahamas!";  
console.log(message.indexOf("to")); *// 8*  
console.log(message.indexOf("hello")); *// -1*

### Метод includes()[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/strings#%D0%BC%D0%B5%D1%82%D0%BE%D0%B4-includes)

Перевіряє, чи міститься підрядок в рядку, повертає буль - true, якщо міститься, і false - в іншому випадку. Регістр символів в рядку і підрядку має значення, оскільки, наприклад, літера "a" не дорівнює літері "А".

const productName = "Ремонтний дроїд";  
  
console.log(productName.includes("н")); *// true*  
console.log(productName.includes("Н")); *// false*  
console.log(productName.includes("дроїд")); *// true*  
console.log(productName.includes("Дроїд")); *// false*  
console.log(productName.includes("Ремонтний")); *// true*  
console.log(productName.includes("ремонтний")); *// false*

ЦІКАВО

Усі методи рядків чутливі до регістру.

### Метод endsWith()[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/strings#%D0%BC%D0%B5%D1%82%D0%BE%D0%B4-endswith)

Дозволяє визначити, чи завершується рядок символами (підрядком), зазначеними в дужках, повертаючи true або false.

const jsFileName = "script.js";  
console.log(jsFileName.endsWith(".js")); *// true*  
  
const cssFileName = "styles.css";  
console.log(cssFileName.endsWith(".js")); *// false*

### Методи replace() і replaceAll()[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/strings#%D0%BC%D0%B5%D1%82%D0%BE%D0%B4%D0%B8-replace-%D1%96-replaceall)

Повертає новий рядок, в якому перше (replace) або усі збіги (replaceAll) підрядка замінені на вказане значення.

const jsFileName = "script.js";  
const minifiedJsFileName = jsFileName.replace(".js", ".min.js");  
console.log(minifiedJsFileName); *// "script.min.js"*  
  
const cssFileNames = "styles.css, about.css, portfolio.css";  
const minifiedCssFileNames = cssFileNames.replaceAll(".css", ".min.css");  
console.log(minifiedCssFileNames); *// "styles.min.css, about.min.css, portfolio.min.css"*

### Метод slice()[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/strings#%D0%BC%D0%B5%D1%82%D0%BE%D0%B4-slice)

Метод рядків slice (startIndex, endIndex) використовується для створення копії частини або всього рядка. Він робить копію елементів рядка від startIndex і до, але не включно endIndex і повертає новий рядок, не змінюючи оригінал.

const productName = "Repair droid";  
console.log(productName.slice(0, 4)); *// "Repa"*  
console.log(productName.slice(3, 9)); *// "air dr"*  
console.log(productName.slice(0, productName.length)); *// "Repair droid"*  
console.log(productName.slice(7, productName.length)); *// "droid"*

# Логічні оператори

Логічні оператори використовуються для перевірки умов з багатьма виразами, наприклад в операціях порівняння.

## Приведення типів[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/logical-operators#%D0%BF%D1%80%D0%B8%D0%B2%D0%B5%D0%B4%D0%B5%D0%BD%D0%BD%D1%8F-%D1%82%D0%B8%D0%BF%D1%96%D0%B2)

У логічних операціях здійснюється приведення типів операндів до true або false. Приведення відбувається, якщо в коді виявлений логічний оператор.

**Truthy** і **Falsy** - терміни, які використовуються для тих значень, які в логічній операції приводяться до true або false, хоча спочатку не були булями.

ЦІКАВО

Запам'ятайте 6 хибних (falsy) значень, що приводяться до false у логічному перетворенні: 0, NaN, null, undefined, порожній рядок і false. Абсолютно все інше приводиться до true.

## Логічні оператори[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/logical-operators#%D0%BB%D0%BE%D0%B3%D1%96%D1%87%D0%BD%D1%96-%D0%BE%D0%BF%D0%B5%D1%80%D0%B0%D1%82%D0%BE%D1%80%D0%B8)

Існує три логічні оператори, які використовуються для перевірки виконання множинних виразів.

### Логічне «І»[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/logical-operators#%D0%BB%D0%BE%D0%B3%D1%96%D1%87%D0%BD%D0%B5-%D1%96)

Оператор && приводить всі операнди до буля і повертає значення одного з них. Лівий операнд - якщо його можна привести до false, і правий - в інших випадках.

вираз && вираз

У наступному прикладі обидві умови повернуть true, тому результатом всього виразу буде true - повернеться значення правого операнда.

const age = 20;  
console.log(age > 10 && age < 30); *// true && true -> true*

Якщо хоча б один із операндів буде приведений до false, результатом виразу буде його значення.

const age = 50;  
console.log(age > 10 && age < 30); *// true && false -> false*  
console.log(age > 80 && age < 120); *// false && true -> false*

Тобто, логічне «І» зупиняється на хибному і повертає те, на чому зупинилось, або останній операнд.

console.log(1 && 5); *// true && true -> 5*  
console.log(5 && 1); *// true && true -> 1*  
console.log(0 && 2); *// false && true -> 0*  
console.log(2 && 0); *// true && false -> 0*  
console.log("" && "Mango"); *// false && true -> ""*  
console.log("Mango" && ""); *// true && false -> ""*  
console.log("Mango" && "Poly"); *// true && true -> "Poly"*  
console.log("Poly" && "Mango"); *// true && true -> "Mango"*

ЦІКАВО

Виконуючи логічне «І», правий операнд може не обчислюватися у випадку, якщо лівий був приведений до false.

### Логічне «АБО»[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/logical-operators#%D0%BB%D0%BE%D0%B3%D1%96%D1%87%D0%BD%D0%B5-%D0%B0%D0%B1%D0%BE)

Оператор || приводить всі операнди до буля і повертає значення одного з них. Лівий операнд - якщо його можна привести до true, і правий - в інших випадках.

вираз || вираз

У наступному прикладі умова зліва поверне true, тому результатом всього виразу буде true - повернеться значення першого операнда, яке було приведене до true.

const age = 5;  
console.log(age < 10 || age > 30); *// true || false -> true*

В цьому випадку результатом теж буде true, оскільки хоча б один із операндів, в цьому випадку правий, був приведений до true.

const age = 40;  
console.log(age < 10 || age > 30); *// false || true -> true*

А тут жодна з умов не виконується, тому отримуємо false - значення останнього операнда.

const age = 20;  
console.log(age < 10 || age > 30); *// false || false -> false*

Тобто, логічне «АБО» зупиняється на правді і повертає те, на чому зупинилося або останній операнд.

console.log(true || false); *// true*  
console.log(false || true); *// true*  
console.log(true || true); *// true*  
  
console.log(3 || false); *// 3*  
console.log(false || 3); *// 3*  
console.log(3 || true); *// 3*  
console.log(true || 3); *// true*

ЦІКАВО

Виконуючи логічне «АБО», правий операнд може не обчислюватися у випадку, якщо лівий був приведений до true.

### Логічне «НЕ»[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/logical-operators#%D0%BB%D0%BE%D0%B3%D1%96%D1%87%D0%BD%D0%B5-%D0%BD%D0%B5)

Всі оператори, які ми розглядали до цього, були **бінарними** - містять два операнди: лівий і правий. Логічне «НЕ» - це **унарний** оператор, який виконує операцію над одним операндом з правої сторони.

!вираз

Оператор ! приводить операнд до буля, якщо необхідно, а потім робить інверсію - змінює його на протилежний true -> false або false -> true.

console.log(!true); *// false*  
console.log(!false); *// true*  
console.log(!3); *// !3 -> !true -> false*  
console.log(!"Mango"); *// !"Mango" -> !true -> false*  
console.log(!0); *// !0 -> !false -> true*  
console.log(!""); *// !"" -> !false -> true*  
  
const isOnline = true;  
const isNotOnline = !isOnline; *// !isOnline -> !true -> false*

# Розгалуження

Розгалуження використовуються для виконання різноманітного коду, залежно від умови. Принцип роботи простий - результат умови приводиться до буля true або false, після чого потік програми спрямовується в ту або іншу гілку.

## Інструкція if[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/branching" \l "%D1%96%D0%BD%D1%81%D1%82%D1%80%D1%83%D0%BA%D1%86%D1%96%D1%8F-if" \o "Direct link to heading)

if (умова) {  
 *// тіло if*  
}  
Вхідні дані, які приводяться до буля, називаються **умовою**. Умова ставиться після оператора if в круглих дужках. Якщо умова приводиться до true, то виконується код у фігурних дужках тіла if.

let cost = 0;  
const subscription = "pro";  
  
if (subscription === "pro") {  
 cost = 100;  
}  
  
console.log(cost); *// 100*

Якщо умова приводиться до false, код у фігурних дужках буде пропущений.

let cost = 0;  
const subscription = "free";  
  
if (subscription === "pro") {  
 cost = 100;  
}  
  
console.log(cost); *// 0*

## Інструкція if...else[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/branching" \l "%D1%96%D0%BD%D1%81%D1%82%D1%80%D1%83%D0%BA%D1%86%D1%96%D1%8F-ifelse" \o "Direct link to heading)

if (умова) {  
 *// тіло if*  
} else {  
 *// тіло else*  
}

Розширює синтаксис if таким чином, що якщо умова приводиться до false, виконається код у фігурних дужках після оператора else.

let cost;  
const subscription = "free";  
  
if (subscription === "pro") {  
 cost = 100;  
} else {  
 cost = 0;  
}  
  
console.log(cost); *// 0*

Якщо умова приводиться до true, тіло блока else ігнорується.

let cost;  
const subscription = "pro";  
  
if (subscription === "pro") {  
 cost = 100;  
} else {  
 cost = 0;  
}  
  
console.log(cost); *// 100*

## Інструкція else...if[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/branching" \l "%D1%96%D0%BD%D1%81%D1%82%D1%80%D1%83%D0%BA%D1%86%D1%96%D1%8F-elseif" \o "Direct link to heading)

Конструкція if...else може перевірити і зреагувати на виконання або невиконання лише однієї умови.

Блок else...if дозволяє додати після else ще один оператор if з умовою. В кінці ланцюжка може бути класичний блок else, який виконається лише у тому випадку, якщо жодна умова не приведеться до true.

let cost;  
const subscription = "premium";  
  
if (subscription === "free") {  
 cost = 0;  
} else if (subscription === "pro") {  
 cost = 100;  
} else if (subscription === "premium") {  
 cost = 500;  
} else {  
 console.log("Invalid subscription type");  
}  
  
console.log(cost); *// 500*

При першому true перевірки припиняться і виконається лише один сценарій, який відповідає цьому true. Тому, такий запис варто читати як: шукаю перший збіг умови, ігнорую все інше.

**Тернарний оператор**

Тернарний оператор використовується у якості синтаксично коротшої заміни інструкції if...else, коли одній і тій самій змінній необхідно присвоїти різні значення за умовою.

<умова> ? <вираз\_якщо\_умова\_правдива> : <вираз\_якщо\_умова\_хибна>

Працює за наступною схемою:

* Обчислюється умова.
* Якщо умова правдива, тобто приводиться до true, обчислюється вираз після ?.
* Якщо умова хибна, тобто приводиться до false, обчислюється вираз після :.
* Значення обчисленого виразу повертається у якості результату роботи тернарного оператора.

let type;  
const age = 20;  
  
if (age >= 18) {  
 type = "adult";  
} else {  
 type = "child";  
}  
  
console.log(type); *// "adult"*

Виконаємо рефакторинг, замінивши if...else на тернарний оператор.

const age = 20;  
const type = age >= 18 ? "adult" : "child";  
console.log(type); *// "adult"*

Запишемо операцію пошуку більшого числа.

const num1 = 5;  
const num2 = 10;  
let biggerNumber;  
  
if (num1 > num2) {  
 biggerNumber = num1;  
} else {  
 biggerNumber = num2;  
}  
  
console.log(biggerNumber); *// 10*

Код працює правильно, отримуємо більше число з двох, але це рішення здається занадто громіздким, враховуючи, наскільки проста проблема. Використовуємо тернарний оператор.

const num1 = 5;  
const num2 = 10;  
const biggerNumber = num1 > num2 ? num1 : num2;  
  
console.log(biggerNumber); *// 10*

ЦІКАВО

Тернарний оператор повинен використовуватися у простих операціях присвоєння або повернення. Його використання для опису складних розгалужень - погана практика (антипатерн).

# Інструкція switch

У деяких випадках незручність читання складних розгалужень if...else можна уникнути, використовуючи «плоскіший» синтаксис інструкції розгалуження switch.

Межі застосування switch обмежені задачами з одним загальним запитанням (що порівнювати) і рядом варіантів відповідей (з чим порівнювати).

Його синтаксис складається із блоку switch(значення) - що потрібно порівняти і набору окремих випадків case значення - з чим потрібно порівняти. Для порівняння використовується оператор строгої рівності ===. Тобто, не можна порівняти більше або менше, лише рівність.

switch (значення) {  
 case значення:  
 інструкції;  
 break;  
  
 case значення:  
 інструкції;  
 break;  
  
 default:  
 інструкції;  
}

Значення в блоці switch(значення) - рядок або число, яке порівнюється щодо строгої рівності з усіма значеннями в блоках case значення по черзі, зверху вниз.

Оператор break в кінці кожного блоку case необхідний, щоб перервати подальші перевірки і одразу перейти до коду за switch у тому випадку, коли перевірка рівності повернула true.

Якщо жодного збігу значень не відбулося, необхідно виконати код за замовчуванням, як і в блоці else для інструкції if...else. Для цього, після усіх блоків case додається блок default. Оператор break після блоку default не потрібен, тому що це вже остання операція, яка буде виконана в switch і управління буде передано коду після нього.

let cost;  
const subscription = "premium";  
  
switch (subscription) {  
 case "free":  
 cost = 0;  
 break;  
  
 case "pro":  
 cost = 100;  
 break;  
  
 case "premium":  
 cost = 500;  
 break;  
  
 default:  
 console.log("Invalid subscription type");  
}  
  
console.log(cost); *// 500*

ЦІКАВО

Якщо оператор break відсутній, то після того як виконається будь-яка умова case, усі наступні за ним блоки коду будуть виконуватися один за одним, що може призвести до небажаних наслідків у випадку неправильного застосування.

**Область видимості**

**Область видимості змінних (variable scope)** - доступність змінних в певному місці коду.

Глобальна область видимості використовується за замовчуванням. Кожен має доступ до змінних, оголошених в ній. Наприклад, змінна value оголошена у глобальній області видимості, тобто поза будь-яким блоком, і доступна в будь-якому місці після оголошення.

const value = 5;  
  
if (true) {  
 console.log("Block scope: ", value); *// 5*  
}  
  
console.log("Global scope: ", value); *// 5*

Будь-яка конструкція, яка використовує фігурні дужки {} (умови, цикли, функції тощо), створює нову локальну область видимості, і змінні, оголошені в цій області видимості, з використанням let або const, - недоступні за межами цього блоку.

if (true) {  
 const value = 5;  
 console.log("Block scope: ", value); *// 5*  
}  
  
console.log("Global scope: ", value); *// ReferenceError: value is not defined*

Глибина вкладеності областей видимості - необмежена, і всі вони будуть працювати за одним принципом - область видимості має доступ до всіх змінних, оголошених вище по ієрархії вкладеності, але не може отримати доступ до змінних, оголошених у вкладених областях видимості.

Створимо декілька областей видимості і дамо їм імена для наочності.

* Глобальна область вже присутня, створимо в ній змінну global
* Потім, використовуючи оператор if, створимо блочну область видимості block A
* Всередині області видимості block A поставимо ще один оператор if, який створить вкладену область видимості block B
* На одному рівні з block A, створимо область видимості block C, так само використовуючи оператор if

const global = "global";  
  
if (true) {  
 const blockA = "block A";  
  
 *// Бачимо глобальну + локальну A*  
 console.log(global); *// 'global'*  
 console.log(blockA); *// block A*  
  
 *// Змінні blockB і blockC не знайдені в доступних областях видимості.*  
 *// Буде помилка звернення до змінної.*  
 console.log(blockB); *// ReferenceError: blockB is not defined*  
 console.log(blockC); *// ReferenceError: blockC is not defined*  
  
 if (true) {  
 const blockB = "block B";  
  
 *// Бачимо глобальну + зовнішню A + локальну B*  
 console.log(global); *// global*  
 console.log(blockA); *// block A*  
 console.log(blockB); *// block B*  
  
 *// Змінна blockC не знайдена в доступних областях видимості.*  
 *// Буде помилка звернення до змінної.*  
 console.log(blockC); *// ReferenceError: blockC is not defined*  
 }  
}  
  
if (true) {  
 const blockC = "block C";  
  
 *// Бачимо глобальну + локальну C*  
 console.log(global); *// global*  
 console.log(blockC); *// block C*  
  
 *// Змінні blockA і blockB не знайдені в доступних областях видимості.*  
 *// Буде помилка звернення до змінної.*  
 console.log(blockA); *// ReferenceError: blockA is not defined*  
 console.log(blockB); *// ReferenceError: blockB is not defined*  
}  
  
*// Бачимо лише глобальну*  
console.log(global); *// global*  
  
*// Змінні blockA, blockB і blockC не знайдені в доступних областях видимості.*  
*// Буде помилка звернення до змінної.*  
console.log(blockA); *// ReferenceError: blockA is not defined*  
console.log(blockB); *// ReferenceError: blockB is not defined*  
console.log(blockC); *// ReferenceError: blockC is not defined*

ЦІКАВО

Будьте уважні у разі використання блочних областей видимості і змінних, оголошених в них. Саме ця помилка, разом із неуважністю, часто стають головним болем для початківця.

# Цикли

Часте завдання програмування - багаторазове виконання однотипної дії. Наприклад, вивести клієнтів зі списку один за одним, або перебрати суми зарплат, і для кожної виконати однаковий код. Саме для таких цілей - багаторазового повторення однієї частини коду, використовуються цикли.

* **Цикл** - керуюча конструкція у високорівневих мовах програмування, призначена для організації багаторазового виконання набору інструкцій.
* **Тіло циклу** - послідовність інструкцій, призначена для багаторазового виконання.
* **Ітерація** - одноразове виконання тіла циклу.
* **Умова виходу** - вираз, що визначає, чи буде в черговий раз виконуватися ітерація, або цикл завершиться.
* **Лічильник** - змінна, що зберігає поточний номер ітерації. Цикл не обов'язково містить лічильник, і він не повинен бути один, умова виходу з циклу може залежати від декількох змінних, що змінюються в циклі.

## Цикл while[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/loops" \l "%D1%86%D0%B8%D0%BA%D0%BB-while" \o "Direct link to heading)

**Цикл з передумовою** — цикл, який виконується, доки правдива якась умова, зазначена до його початку. Ця умова перевіряється до виконання тіла циклу, тому тіло може не виконатися жодного разу, якщо умова від самого початку - хибна.

while (condition) {  
 *// код, тіло циклу (statement)*  
}

Конструкція while створює цикл, який виконує блок коду, доки умова перевірки оцінюється як true.

* condition, тобто умова, оцінюється перед кожною ітерацією циклу.
* Якщо condition оцінюється як true, оператор while виконує statement.
* Якщо condition оцінюється як false, виконання циклу переривається і скрипт продовжує виконувати інструкції після циклу while.

Блок-схема ілюструє цикл while.

![while loop](data:image/png;base64,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)

Створимо лічильник.

let counter = 0;  
  
while (counter < 10) {  
 console.log("counter: ", counter);  
 counter += 1;  
}

Будемо заповнювати місця в готелі доти, доки поточна кількість клієнтів не буде дорівнювати максимально можливій.

let clientCounter = 18;  
const maxClients = 25;  
  
while (clientCounter < maxClients) {  
 console.log(clientCounter);  
 clientCounter += 1;  
}

## Цикл do...while[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/loops" \l "%D1%86%D0%B8%D0%BA%D0%BB-dowhile" \o "Direct link to heading)

**Цикл з постумовою** - цикл, в якому умова перевіряється після виконання тіла циклу. З цього випливає, що тіло завжди виконується хоча б один раз.

do {  
 *// statement*  
} while (condition);

Конструкція do...while створює цикл, який виконує блок коду доти, доки condition не поверне false.

На відміну від циклу while, цикл do...while завжди виконує statement мінімум один раз, перш ніж він оцінить condition.

Всередині циклу потрібно внести зміни в деяку змінну, щоб переконатися, що вираз дорівнює false після ітерацій. Інакше буде нескінченний цикл.

Блок-схема ілюструє цикл do-while

![do...while loop](data:image/png;base64,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)

let password = "";  
  
do {  
 password = prompt("Введіть пароль довший 4-х символів", "");  
} while (password.length < 5);  
  
console.log("Ввели пароль: ", password);

## Цикл for[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/loops" \l "%D1%86%D0%B8%D0%BA%D0%BB-for" \o "Direct link to heading)

**Цикл з лічильником** - цикл, в якому певна змінна змінює своє значення із заданого початкового до кінцевого значення з деяким кроком, і для кожного значення цієї змінної тіло циклу виконується один раз.

В більшості процедурних мов програмування реалізується конструкцією for, в якій зазначається лічильник, необхідна кількість ітерацій і крок, з яким змінюється лічильник.

for (initialization; condition; post-expression) {  
 // statements  
}

Алгоритм виконання циклу for:

* **Ініціалізація (initialization)** - виконується один раз до початку циклу. Використовується для створення змінної-лічильника і зазначення її початкового значення.
* **Умова (condition)** - вираз, що оцінюється перед кожною ітерацією (повторенням) циклу. Тіло циклу виконується тільки тоді, коли вираз приводиться до true. Цикл завершується, якщо значення буде false.
* **Тіло (statements)** - набір інструкцій для виконання на кожному повторенні. Виконується, якщо вираз умови приводиться до true.
* **Пост-вираз (post-expression)** - виконується в кінці кожного повторення циклу, до перевірки умови. Використовується для оновлення змінної-лічильника.

Змінні-лічильники, за традицією, називаються літерами i, j і k.

for (let i = 0; i <= 20; i += 5) {  
 console.log(i);  
}

У прикладі оголошується змінна-лічильник i, ініціалізується значенням 0 і цикл виконується доти, доки i <= 20, тобто умова приводиться до true. Після кожної ітерації лічильник збільшується на 5.

Порахуємо суму чисел до певного значення.

const target = 3;  
let sum = 0;  
  
for (let i = 0; i <= target; i += 1) {  
 sum += i;  
}  
  
console.log(sum);

Згадаємо про операцію a % b і виведемо остачу від ділення за допомогою циклу.

const max = 10;  
for (let i = 0; i < max; i += 1) {  
 console.log(`${max} % ${i} = `, max % i);  
}

## Оператор break[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/loops" \l "%D0%BE%D0%BF%D0%B5%D1%80%D0%B0%D1%82%D0%BE%D1%80-break" \o "Direct link to heading)

Перервати виконання циклу можна в будь-який момент. Для цього існує оператор break, який повністю припиняє виконання циклу і передає управління на рядок після його тіла.

Знайдемо число 3. Щойно виконається умова if, цикл припинить своє виконання (буде перерваний).

for (let i = 0; i <= 5; i += 1) {  
 console.log(i);  
  
 if (i === 3) {  
 console.log("Знайшли число 3, перериваємо виконання циклу");  
 break;  
 }  
}  
  
console.log("Лог після циклу");

## Оператор continue[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-01/loops" \l "%D0%BE%D0%BF%D0%B5%D1%80%D0%B0%D1%82%D0%BE%D1%80-continue" \o "Direct link to heading)

Перериває не увесь цикл, а тільки виконання поточної ітерації. Його використовують, якщо зрозуміло, що на поточній ітерації циклу більше немає що робити або взагалі не потрібно нічого робити, і час переходити до наступної ітерації.

Використовуємо цикл для введення тільки непарних чисел. Для парних i спрацьовує continue, виконання тіла припиняється і управління передається до наступної ітерації.

const number = 10;  
  
for (let i = 0; i < number; i += 1) {  
 if (i % 2 === 0) {  
 continue;  
 }  
  
 console.log("Непарне i: ", i); *// 1, 3, 5, 7, 9*  
}

# Масиви

**Масив** - структура даних для зберігання і маніпулювання колекцією індексованих значень. Використовується для зберігання впорядкованих колекцій даних, наприклад, списку курортів, товарів, клієнтів в готелі тощо.

## Створення[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/arrays/#%D1%81%D1%82%D0%B2%D0%BE%D1%80%D0%B5%D0%BD%D0%BD%D1%8F)

Масив оголошується і береться у квадратні дужки [] - літералом масиву. Всередині дужок кожен елемент масиву розділяється комою.

const clients = ["Mango", "Poly", "Ajax"];

## Доступ до елементів[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/arrays/#%D0%B4%D0%BE%D1%81%D1%82%D1%83%D0%BF-%D0%B4%D0%BE-%D0%B5%D0%BB%D0%B5%D0%BC%D0%B5%D0%BD%D1%82%D1%96%D0%B2)

Для доступу до значення елемента масиву використовується синтаксис квадратних дужок масив[індекс]. Між іменем змінної, що зберігає масив, і квадратними дужками не повинно бути пробілу.

const clients = ["Mango", "Poly", "Ajax"];  
  
*// Зазначаючи в дужках індекс елемента, ми отримуємо його значення*  
console.log(clients[0]); *// Mango*  
console.log(clients[1]); *// Poly*  
console.log(clients[2]); *// Ajax*

Індексація елементів масиву починається з **нуля**.
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## Перевизначення[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/arrays/" \l "%D0%BF%D0%B5%D1%80%D0%B5%D0%B2%D0%B8%D0%B7%D0%BD%D0%B0%D1%87%D0%B5%D0%BD%D0%BD%D1%8F" \o "Direct link to heading)

На відміну від рядків, елементи масиву можна змінювати, звернувшись до них за індексом і присвоївши інше значення.

const clients = ["Mango", "Poly", "Ajax"];  
clients[0] = "Kiwi";  
clients[1] = "Pango";  
console.log(clients); *// ["Kiwi", "Pango", "Ajax"]*

## Довжина масиву[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/arrays/#%D0%B4%D0%BE%D0%B2%D0%B6%D0%B8%D0%BD%D0%B0-%D0%BC%D0%B0%D1%81%D0%B8%D0%B2%D1%83)

Довжина масиву, тобто кількість його елементів, зберігається у властивості length. Це динамічна величина, яка змінюється автоматично під час додавання або видалення елементів.

const clients = ["Mango", "Poly", "Ajax"];  
console.log(clients.length); *// 3*

## Індекс останнього елемента[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/arrays/#%D1%96%D0%BD%D0%B4%D0%B5%D0%BA%D1%81-%D0%BE%D1%81%D1%82%D0%B0%D0%BD%D0%BD%D1%8C%D0%BE%D0%B3%D0%BE-%D0%B5%D0%BB%D0%B5%D0%BC%D0%B5%D0%BD%D1%82%D0%B0)

Найчастіше, ми заздалегідь не знаємо яка буде довжина масиву в коді. Для того, щоб отримати значення останнього елемента, застосовується наступний підхід - довжина масиву завжди на одиницю більша, ніж індекс останнього елемента. Використовуючи формулу довжина\_масиву - 1, можна отримати значення останнього елемента масиву довільної довжини.

const clients = ["Mango", "Poly", "Ajax"];  
const lastElementIndex = clients.length - 1;  
console.log(lastElementIndex); *// 2*  
console.log(clients[lastElementIndex]); *// "Ajax"*

# Ітерація по масиву

Цикл for можна використовувати для ітерації по масиву, тобто «перебрати» його поелементно.

const clients = ["Mango", "Ajax", "Poly"];  
  
for (let i = 0; i < clients.length; i += 1) {  
 console.log(clients[i]);  
}

Для доступу до елементів використовується синтаксис квадратних дужок масив[індекс], де індекс - це значення лічильника циклу від 0 і до останнього індексу масиву, тобто менше, але не дорівнює його довжині.

## Цикл for...of[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/iteration" \l "%D1%86%D0%B8%D0%BA%D0%BB-forof" \o "Direct link to heading)

Конструкція for...of оголошує цикл, що перебирає ітерабельні об'єкти, як-от масиви і рядки. Тіло циклу буде виконуватися для значення кожного елемента. Це хороша заміна циклу for, якщо не потрібен доступ до лічильника ітерації.

for (const variable of iterable) {  
 *// тіло циклу*  
}

* variable — змінна, яка буде зберігати значення елемента на кожній ітерації.
* iterable — колекція, яка містить ітерабельні (що можна порахувати) елементи, наприклад масив.

const clients = ["Mango", "Ajax", "Poly"];  
  
for (const client of clients) {  
 console.log(client);  
}  
  
const string = "javascript";  
  
for (const character of string) {  
 console.log(character);  
}

## Оператори break і continue[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/iteration" \l "%D0%BE%D0%BF%D0%B5%D1%80%D0%B0%D1%82%D0%BE%D1%80%D0%B8-break-%D1%96-continue" \o "Direct link to heading)

Будемо шукати ім'я клієнта в масиві імен, якщо знайшли - перериваємо цикл, оскільки немає сенсу шукати далі, імена у нас унікальні.

const clients = ["Mango", "Poly", "Ajax"];  
const clientNameToFind = "Poly";  
let message;  
  
for (const client of clients) {  
 *// На кожній ітерації будемо перевіряти чи збігається елемент масиву з*  
 *// іменем клієнта. Якщо збігається - записуємо в message повідомлення*  
 *// про успіх і робимо break, щоб далі не шукати*  
 if (client === clientNameToFind) {  
 message = "Клієнт з таким ім'ям є в базі даних!";  
 break;  
 }  
  
 *// Якщо вони не збігаються - записуємо в message повідомлення про відсутність імені*  
 message = "Клієнт з таким ім'ям відсутній в базі даних!";  
}  
  
console.log(message); *// "Клієнт з таким ім'ям є в базі даних!"*

Можна на початку задати message значення невдачі пошуку, а в циклі перезаписати його на успіх, якщо знайшли ім'я. Але break все одно нам знадобиться, оскільки, якщо у нас масив із 10000 клієнтів, а потрібний нам знаходиться на 2 позиції, то немає абсолютно жодного сенсу перебирати інші 9998 елементи.

const clients = ["Mango", "Poly", "Ajax"];  
const clientNameToFind = "Poly";  
let message = "Клієнт з таким ім'ям відсутній в базі даних!";  
  
for (const client of clients) {  
 if (client === clientNameToFind) {  
 message = "Клієнт з таким ім'ям є в базі даних!";  
 break;  
 }  
 *// Якщо не збігається, то на цій ітерації нічого не робимо*  
}  
  
console.log(message); *// Клієнт з таким ім'ям є в базі даних!*

Використовуємо цикл для виведення тільки чисел, більших за певне значення.

const numbers = [1, 3, 14, 18, 4, 7, 29, 6, 34];  
const threshold = 15;  
  
*// Для чисел, менших ніж порогове значення, спрацьовує continue, виконання тіла*  
*// припиняється і управління передається на наступну ітерацію.*  
for (let i = 0; i < numbers.length; i += 1) {  
 if (numbers[i] < threshold) {  
 continue;  
 }  
  
 console.log(`Число більше за ${threshold}: ${numbers[i]}`); *// 18, 29, 34*  
}

# Методи масиву

## Методи split() і join()[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/methods#%D0%BC%D0%B5%D1%82%D0%BE%D0%B4%D0%B8-split-%D1%96-join)

Метод split(delimeter) перетворює рядок в масив, «розбиваючи» його роздільником delimeter. Якщо роздільник - це порожній рядок, то створиться масив окремих символів. Роздільником може бути один або декілька символів.

const name = "Mango";  
console.log(name.split("")); *// ["M", "a", "n", "g", "o"]*  
  
const message = "JavaScript - це цікаво";  
console.log(message.split(" ")); *// ["JavaScript", "-", "це", "цікаво"]*

Метод масивів join(delimeter) об'єднує елементи масиву у рядок. У рядку елементи будуть розділені символом або групою символів, зазначених в delimeter. Тобто ця операція протилежна методу рядків split(delimeter).

const words = ["JavaScript", "це", "цікаво"];  
console.log(words.join("")); *// "JavaScriptцецікаво"*  
console.log(words.join(" ")); *// "JavaScript це цікаво"*  
console.log(words.join("-")); *// "JavaScript-це-цікаво"*

## Метод indexOf()[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/methods#%D0%BC%D0%B5%D1%82%D0%BE%D0%B4-indexof)

indexOf(value) повертає перший індекс, в якому елемент зі значенням value був знайдений в масиві, або число -1, якщо такий елемент відсутній. Використовуйте indexOf тоді, коли необхідно отримати сам індекс елемента.

const clients = ["Mango", "Ajax", "Poly", "Kiwi"];  
console.log(clients.indexOf("Poly")); *// 2*  
console.log(clients.indexOf("Monkong")); *// -1*

## Метод includes()[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/methods#%D0%BC%D0%B5%D1%82%D0%BE%D0%B4-includes)

includes(value) перевіряє, чи містить масив елемент зі значенням value і повертає true або false відповідно. Застосування цього методу корисне в ситуаціях, коли необхідно перевірити, чи є елемент в масиві і не важлива його позиція (індекс).

const clients = ["Mango", "Ajax", "Poly", "Kiwi"];  
console.log(clients.includes("Poly")); *// true*  
console.log(clients.includes("Monkong")); *// false*

### Перевірка багатьох умов з includes()[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/methods#%D0%BF%D0%B5%D1%80%D0%B5%D0%B2%D1%96%D1%80%D0%BA%D0%B0-%D0%B1%D0%B0%D0%B3%D0%B0%D1%82%D1%8C%D0%BE%D1%85-%D1%83%D0%BC%D0%BE%D0%B2-%D0%B7-includes)

На перший погляд код наступного прикладу виглядає добре.

const fruit = "apple";  
  
if (fruit === "apple" || fruit === "strawberry") {  
 console.log("It is a red fruit!");  
}

Однак, що робити, якщо у нас буде більше червоних фруктів, наприклад, ще вишня (cherry) або журавлина (cranberries)? Чи будемо ми розширювати умову за допомогою додаткових ||?

const fruit = "apple";  
  
if (  
 fruit === "apple" ||  
 fruit === "strawberry" ||  
 fruit === "cherry" ||  
 fruit === "cranberries"  
) {  
 console.log("It is a red fruit!");  
}

Можемо переписати умову, використовуючи includes(), це дуже просто і масштабовано.

*// Виносимо варіанти в масив*  
const redFruits = ["apple", "strawberry", "cherry", "cranberries"];  
const fruit = "cherry";  
*// Перевіряємо присутність елемента*  
const hasFruit = redFruits.includes(fruit);  
  
if (hasFruit) {  
 console.log(`${fruit} is a red fruit!`);  
}

## Методи push() і pop()[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/methods#%D0%BC%D0%B5%D1%82%D0%BE%D0%B4%D0%B8-push-%D1%96-pop)

Додають або видаляють крайні елементи масиву. Працюють тільки з крайнім лівим і крайнім правим елементом, і не можуть вставити або видалити елемент з довільної позиції.
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Метод push() додає один або декілька елементів наприкінці масиву, без необхідності зазначати індекси елементів, що додаються. Повертає довжину масиву після додавання елементів.
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const numbers = [];  
  
numbers.push(1);  
console.log(numbers); *// [1]*  
  
numbers.push(2);  
console.log(numbers); *// [1, 2]*  
  
numbers.push(3);  
console.log(numbers); *// [1, 2, 3]*  
  
numbers.push(4);  
console.log(numbers); *// [1, 2, 3, 4]*  
  
numbers.push(5);  
console.log(numbers); *// [1, 2, 3, 4, 5]*

Метод pop() видаляє останній елемент з кінця масиву і повертає видалений елемент. Якщо масив порожній, метод повертає undefined.
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const numbers = [1, 2, 3, 4, 5];  
  
console.log(numbers.pop()); *// 5*  
console.log(numbers); *// [1, 2, 3, 4]*  
  
console.log(numbers.pop()); *// 4*  
console.log(numbers); *// [1, 2, 3]*  
  
console.log(numbers.pop()); *// 3*  
console.log(numbers); *// [1, 2]*  
  
console.log(numbers.pop()); *// 2*  
console.log(numbers); *// [1]*  
  
console.log(numbers.pop()); *// 1*  
console.log(numbers); *// []*

## Метод slice()[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/methods#%D0%BC%D0%B5%D1%82%D0%BE%D0%B4-slice)

slice(begin, end) повертає новий масив, що містить копію частини вихідного масиву, не змінюючи його. Копія створюється з begin і до, але не включно, end - індекси елементів вихідного масиву.
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const clients = ["Mango", "Ajax", "Poly", "Kiwi"];  
console.log(clients.slice(1, 3)); *// ["Ajax", "Poly"]*

Якщо begin і end не зазначені, буде створена повна копія вихідного масиву.

const clients = ["Mango", "Ajax", "Poly", "Kiwi"];  
console.log(clients.slice()); *// ["Mango", Ajax", "Poly", "Kiwi"]*

Якщо не зазначено end, копіювання буде зі start і до кінця вихідного масиву.

const clients = ["Mango", "Ajax", "Poly", "Kiwi"];  
console.log(clients.slice(1)); *// ["Ajax", "Poly", "Kiwi"]*  
console.log(clients.slice(2)); *// ["Poly", "Kiwi"]*

Якщо значення start від'ємне, а end не зазначено - будуть скопійовані останні start елементи

const clients = ["Mango", "Ajax", "Poly", "Kiwi"];  
console.log(clients.slice(-2)); *// ["Poly", "Kiwi"]*

## Метод splice()[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/methods#%D0%BC%D0%B5%D1%82%D0%BE%D0%B4-splice)

Швейцарський ніж для роботи з масивами, якщо вихідний масив необхідно змінити. Видаляє, додає і замінює елементи у довільному місці масиву.

### Видалення[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/methods#%D0%B2%D0%B8%D0%B4%D0%B0%D0%BB%D0%B5%D0%BD%D0%BD%D1%8F)

Щоб видалити елементи в масиві, передаються два аргументи.

splice(position, num)

* position - вказує на позицію (індекс) першого елемента для видалення
* num - визначає кількість елементів, що видаляються

Метод splice змінює вихідний масив і повертає масив, що містить видалені елементи. Наприклад, у нас є масив оцінок, який містить п'ять чисел від 1 до 5.

const scores = [1, 2, 3, 4, 5];  
  
*// Видаляємо три елементи масиву, починаючи з першого елемента (індекс 0)*  
const deletedScores = scores.splice(0, 3);  
  
*// Тепер масив scores містить два елементи*  
console.log(scores); *// [4, 5]*  
  
*// А масив deletedScores містить три видалені елементи*  
console.log(deletedScores); *// [1, 2, 3]*

На зображенні показаний виклик методу score.splice (0, 3) з прикладу.
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ЦІКАВО

На практиці, значення, що повертається (масив видалених елементів), використовується рідко. Переважно, просто необхідно видалити елементи з масиву.

### Додавання[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/methods#%D0%B4%D0%BE%D0%B4%D0%B0%D0%B2%D0%B0%D0%BD%D0%BD%D1%8F)

Для того, щоб додати один або декілька елементів в масив, необхідно передати три або більше аргументи, за такої умови, другий аргумент повинен дорівнювати нулю.

splice(position, 0, new\_element\_1, new\_element\_2, ...)

* Аргумент position вказує початкову позицію в масиві, куди будуть вставлені нові елементи.
* Другий аргумент - це нуль, він говорить методу не видаляти елементи в місці додавання нових.
* Третій, четвертий і всі наступні аргументи - це нові елементи, які додаються в масив.

Наприклад, у нас є масив з назвами квітів у вигляді рядків. Додамо новий колір перед елементом з індексом 2.

const colors = ["red", "green", "blue"];  
  
colors.splice(2, 0, "purple");  
console.log(colors); *// ["red", "green", "purple", "blue"]*

На малюнку показаний виклик методу colors.splice(2, 0, 'purple') з прикладу.
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Можна додати довільну кількість елементів, передавши четвертий, п'ятий аргумент тощо.

const colors = ["red", "green", "blue"];  
  
colors.splice(1, 0, "yellow", "pink");  
console.log(colors); *// ["red", "yellow", "pink", "green", "blue"]*

### Заміна[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/methods#%D0%B7%D0%B0%D0%BC%D1%96%D0%BD%D0%B0)

Заміна - це операція додавання, в якій видаляються елементи в місці додавання нових. Для цього необхідно передати мінімум три аргументи. Кількість елементів, що видаляються і додаються, може не збігатися.

splice(position, num, new\_element\_1, new\_element\_2, ...)

* position - вказує на позицію (індекс) першого елемента для видалення
* num - визначає кількість елементів, що видаляються
* Третій, четвертий і всі наступні аргументи - це нові елементи, які додаються в масив.

Наприклад, у нас є масив мов програмування з чотирьох елементів.

const languages = ["C", "C++", "Java", "JavaScript"];  
  
*// Заміняємо елемент з індексом 1 на новий*  
languages.splice(1, 1, "Python");  
console.log(languages); *// ["C", "Python", "Java", "JavaScript"]*  
  
*// Заміняємо один елемент (з індексом 2) на декілька*  
languages.splice(2, 1, "C#", "Swift", "Go");  
console.log(languages); *// ["C", "Python", "C#", "Swift", "Go", "JavaScript"]*

На зображенні показаний виклик методу languages.splice(1, 1, 'Python') з прикладу.
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## Метод concat()[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/methods#%D0%BC%D0%B5%D1%82%D0%BE%D0%B4-concat)

Об'єднує два або більше масивів в один. Він не змінює масив, на якому викликається, а повертає новий. Порядок аргументів методу впливає на порядок елементів нового масиву.

const oldClients = ["Mango", "Ajax", "Poly", "Kiwi"];  
const newClients = ["Monkong", "Singu"];  
  
const allClientsWithOldFirst = oldClients.concat(newClients);  
console.log(allClientsWithOldFirst); *// ["Mango", "Ajax", "Poly", "Kiwi", "Monkong", "Singu"]*  
  
const allClientsWithNewFirst = newClients.concat(oldClients);  
console.log(allClientsWithNewFirst); *// ["Monkong", "Singu", "Mango", "Ajax", "Poly", "Kiwi"]*  
  
console.log(oldClients); *// ["Mango", "Ajax", "Poly", "Kiwi"]*  
console.log(newClients); *// ["Monkong", "Singu"]*

# Присвоєння за посиланням і за значенням

Фундаментальною відмінністю складних типів від примітивів є те, як вони зберігаються і копіюються. Примітиви: рядки, числа, булі, null і undefined, під час присвоєння повністю копіюються **за значенням (by value)**.

Зі складними типами - все по-іншому. У змінній, якій присвоєно масив або об'єкт, зберігається не саме значення, а адреса його місця в пам'яті, іншими словами - посилання (вказівник) на нього і вони передаються **за посиланням (by reference)**.

Уявімо змінну у вигляді аркушу паперу. Її значення ми уявимо як запис на цьому аркуші.

Якщо ми захочемо повідомити зміст цього запису користувачам, то можемо це зробити наступним чином - зробити фізичні копії і вручити кожному, тобто зробити **багато** незалежних копій (присвоєння за значенням).

Або покласти аркуш в зачиненій кімнаті і дати користувачам ключ від цієї кімнати, тобто **один** екземпляр із загальним доступом (присвоєння за посиланням).

Тепер змінимо дані на аркуші паперу - значення змінної. Очевидно, що відвідувачі кімнати завжди будуть бачити зміни, які ми вносимо, оскільки змінюється оригінал і вони мають до нього доступ. І також очевидно, що власники паперових копій не помітять змін, дивлячись на свої копії.

За умови передачі за значенням, змінним виділяється нова комірка пам'яті і в неї копіюються дані. Аналогія з багатьма копіями паперового аркушу має цілком реальне втілення, окремий аркуш для кожної копії.

За умови передачі за посиланням, замість створення нового об'єкта, змінній присвоюється посилання (вказівник) на вже існуючий об'єкт, тобто на його місце в пам'яті. Таким чином, декілька змінних можуть вказувати на один і той самий об'єкт, за аналогією із закритою кімнатою, вони мають ключ доступу до оригіналу аркушу.

Усі примітивні типи присвоюються за значенням, тобто створюється копія.

let a = 5;  
*// Присвоєння за значенням, в пам'яті буде створена ще*  
*// одна комірка, в яку буде скопійоване значення 5*  
let b = a;  
console.log(a); *// 5*  
console.log(b); *// 5*  
  
*// Змінимо значення a*  
a = 10;  
console.log(a); *// 10*  
*// Значення b не змінилося, оскільки це окрема копія*  
console.log(b); *// 5*

Складні типи - об'єкти, масиви, функції присвоюються за посиланням, тобто змінна просто отримує посилання на вже існуючий об'єкт.

const a = ["Mango"];  
*// Оскільки a - це масив, в b записується посилання на вже існуючий*  
*// масив в пам'яті. Тепер a і b вказують на той самий масив.*  
const b = a;  
console.log(a); *// ["Mango"]*  
console.log(b); *// ["Mango"]*  
  
*// Змінимо масив, додавши ще один елемент, використовуючи вказівник з a*  
a.push("Poly");  
console.log(a); *// ["Mango", "Poly"]*  
  
*// b також змінилось, тому що b, як і a,*  
*// просто містить посилання на те ж саме місце в пам'яті*  
console.log(b); *// ["Mango", "Poly"]*  
  
*// Результат повторюється*  
b.push("Ajax");  
console.log(a); *// ["Mango", "Poly", "Ajax"]*  
console.log(b); *// ["Mango", "Poly", "Ajax"]*

# Функції

**Функція** - це підпрограма, незалежна частина коду, призначена для багаторазового виконання конкретної задачі з різними початковими значеннями. Функції дозволяють структурувати великі програми, зменшують повторення та ізолюють код.

Функцію можна уявити у вигляді чорного ящика: вона отримує щось на вході (дані), і повертає щось на виході (результат виконання коду всередині неї).
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## Оголошення функції[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/functions#%D0%BE%D0%B3%D0%BE%D0%BB%D0%BE%D1%88%D0%B5%D0%BD%D0%BD%D1%8F-%D1%84%D1%83%D0%BD%D0%BA%D1%86%D1%96%D1%97)

*// 1. Оголошення функції multiply*  
function multiply() {  
 *// Тіло функції*  
 console.log("Це лог на момент виклику функції multiply");  
}  
  
*// 2. Виклики функції multiply*  
multiply(); *// 'Це лог на момент виклику функції multiply'*  
multiply(); *// 'Це лог на момент виклику функції multiply'*  
multiply(); *// 'Це лог на момент виклику функції multiply'*

Оголошення функції (**function declaration**) починається з ключового слова function, після якого стоїть ім'я - дієслово, що відповідає на запитання **«Що зробити?»** і пара круглих дужок.

Тіло функції береться у фігурні дужки {} і містить інструкції, які необхідно виконати на момент її **виклику**. Потім, коли необхідно, функція **викликається** за допомогою імені і пари круглих дужок.

## Параметри та аргументи[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/functions#%D0%BF%D0%B0%D1%80%D0%B0%D0%BC%D0%B5%D1%82%D1%80%D0%B8-%D1%82%D0%B0-%D0%B0%D1%80%D0%B3%D1%83%D0%BC%D0%B5%D0%BD%D1%82%D0%B8)

В круглих дужках після імені функції зазначаються **параметри** - перелік даних, які функція очікує на момент виклику.

*// Оголошення параметрів x, y, z*  
function multiply(x, y, z) {  
 console.log(`Результат множення дорівнює ${x \* y \* z}`);  
}

Параметри - це локальні змінні, доступні тільки у тілі функції. Вони розділяються комами. Параметрів може бути декілька, або взагалі не бути, у такому випадку записуються просто порожні круглі дужки.

ЦІКАВО

Параметри будуть створюватися кожного разу під час виконання функції, і їх окремі інкарнації жодним чином один з одним не пов'язані.

На момент виклику функції, в круглих дужках можна передати **аргументи** - значення для оголошених параметрів функції.

*// 1. Оголошення параметрів x, y, z*  
function multiply(x, y, z) {  
 console.log(`Результат множення дорівнює ${x \* y \* z}`);  
}  
  
*// 2. Передача аргументів*  
multiply(2, 3, 5); *// Результат множення дорівнює 30*  
multiply(4, 8, 12); *// Результат множення дорівнює 384*  
multiply(17, 6, 25); *// Результат множення дорівнює 2550*

ЦІКАВО

Порядок передачі аргументів повинен відповідати порядку оголошених параметрів: значення першого аргументу буде присвоєно першому параметру, другого аргументу - другому параметру тощо. Якщо параметрів буде більше, ніж аргументів, то параметрам без значень буде присвоєно undefined.

## Повернення значення[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/functions#%D0%BF%D0%BE%D0%B2%D0%B5%D1%80%D0%BD%D0%B5%D0%BD%D0%BD%D1%8F-%D0%B7%D0%BD%D0%B0%D1%87%D0%B5%D0%BD%D0%BD%D1%8F)

Оператор return використовується для передачі значення з тіла функції у зовнішній код. Коли інтерпретатор зустрічає return, він відразу ж виходить з функції (припиняє її виконання), і повертає вказане значення у те місце коду, де була викликана функція.

function multiply(x, y, z) {  
 console.log("Код до return виконується звичайним чином");  
  
 *// Повертаємо результат виразу множення*  
 return x \* y \* z;  
  
 console.log("Цей лог ніколи не виконається, він стоїть після return");  
}  
  
*// Результат роботи функції можна зберегти у змінну*  
let result = multiply(2, 3, 5);  
console.log(result); *// 30*  
  
result = multiply(4, 8, 12);  
console.log(result); *// 384*  
  
result = multiply(17, 6, 25);  
console.log(result); *// 2550*

ЦІКАВО

Оператор return без явно вказаного значення повертає спеціальне значення undefined. За відсутності return в тілі функції, вона все одно поверне undefined.

## Порядок виконання коду[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/functions#%D0%BF%D0%BE%D1%80%D1%8F%D0%B4%D0%BE%D0%BA-%D0%B2%D0%B8%D0%BA%D0%BE%D0%BD%D0%B0%D0%BD%D0%BD%D1%8F-%D0%BA%D0%BE%D0%B4%D1%83)

Коли інтерпретатор зустрічає виклик функції (або методу), він призупиняє виконання поточного коду і починає виконувати код з тіла функції. Після того як увесь код функції буде виконаний, інтерпретатор виходить з тіла функції, повертаючись у те місце, звідки прийшов, і продовжує виконувати код, наступний після виклику функції.

function multiply(x, y, z) {  
 console.log(`Результат множення дорівнює ${x \* y \* z}`);  
}  
  
console.log("Лог до виклику функції multiply");  
multiply(2, 3, 5); *// Результат множення дорівнює 30*  
console.log("Лог після виклику функції multiply");  
  
*// Послідовність логів в консолі*  
*// "Лог до виклику функції multiply"*  
*// "Результат множення дорівнює 30"*  
*// "Лог після виклику функції multiply"*

## Параметри за замовчуванням[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/functions#%D0%BF%D0%B0%D1%80%D0%B0%D0%BC%D0%B5%D1%82%D1%80%D0%B8-%D0%B7%D0%B0-%D0%B7%D0%B0%D0%BC%D0%BE%D0%B2%D1%87%D1%83%D0%B2%D0%B0%D0%BD%D0%BD%D1%8F%D0%BC)

Іноді необхідно оголосити функцію, у параметрів якої будуть значення, відмінні від undefined, навіть якщо для них не передали аргументи. Це робиться дуже простим та очевидним чином - достатньо вказати значення за замовчуванням безпосередньо на момент оголошення параметрів у підписі функції. У випадку такого запису, якщо для параметра не було передано значення аргументу, використовується значення за замовчуванням.

function count(countFrom = 0, countTo = 10, step = 1) {  
 console.log(`countFrom = ${countFrom}, countTo = ${countTo}, step = ${step}`);  
  
 for (let i = countFrom; i <= countTo; i += step) {  
 console.log(i);  
 }  
}  
  
count(1, 5); *// countFrom = 1, countTo = 5, step = 1*  
count(2); *// countFrom = 2, countTo = 10, step = 1*  
count(); *// countFrom = 0, countTo = 10, step = 1*

## Псевдомасив arguments[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/functions" \l "%D0%BF%D1%81%D0%B5%D0%B2%D0%B4%D0%BE%D0%BC%D0%B0%D1%81%D0%B8%D0%B2-arguments" \o "Direct link to heading)

Доступ до списку всіх **аргументів** можна отримати за допомогою спеціальної змінної arguments, яка доступна тільки всередині функції і зберігає всі аргументи у якості псевдомасиву.

**Псевдомасив** - колекція з властивістю length і можливістю звернутися до елементу за індексом, але відсутністю більшості методів для роботи з масивом.

Розглянемо приклад використання arguments у функції, яка множить будь-яку кількість аргументів:

function multiply() {  
 let total = 1;  
  
 for (const argument of arguments) {  
 total \*= argument;  
 }  
  
 return total;  
}  
  
console.log(multiply(1, 2, 3)); *// 6*  
console.log(multiply(1, 2, 3, 4)); *// 24*  
console.log(multiply(1, 2, 3, 4, 5)); *// 120*

### Перетворення псевдомасиву[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/functions" \l "%D0%BF%D0%B5%D1%80%D0%B5%D1%82%D0%B2%D0%BE%D1%80%D0%B5%D0%BD%D0%BD%D1%8F-%D0%BF%D1%81%D0%B5%D0%B2%D0%B4%D0%BE%D0%BC%D0%B0%D1%81%D0%B8%D0%B2%D1%83" \o "Direct link to heading)

Зазвичай псевдомасив необхідно перетворити у повноцінний масив, оскільки у псевдомасиву відсутні методи масиву, наприклад slice() або includes(). На практиці застосовують декілька основних способів.

Використовуючи метод Array.from(), який створить масив із псевдомасиву.

function fn() {  
 *// Змінна args буде містити повноцінний масив*  
 const args = Array.from(arguments);  
}

Використовуючи операцію ... (rest), вона дозволяє зібрати будь-яку кількість елементів, у нашому випадку аргументів, в масив, і зберегти його в змінну. Збираємо всі аргументи, використовуючи операцію rest безпосередньо в підписі функції.

function fn(...args) {  
 *// Змінна args буде містити повноцінний масив*  
}

ЦІКАВО

Операція rest детальніше розглядається далі на курсі, тут показаний один з її можливих варіантів застосування.

## Патерн «Раннє повернення»[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/functions#%D0%BF%D0%B0%D1%82%D0%B5%D1%80%D0%BD-%D1%80%D0%B0%D0%BD%D0%BD%D1%94-%D0%BF%D0%BE%D0%B2%D0%B5%D1%80%D0%BD%D0%B5%D0%BD%D0%BD%D1%8F)

Оператор if...else - це основний спосіб створення розгалужень. Проте, складні вкладені розгалуження роблять код заплутаним для розуміння.

Створимо функцію, яка обробляє зняття коштів з особистого рахунку в банку. Вона отримує суму для зняття і поточний баланс рахунку, після чого, залежно від умови, виконує необхідний блок коду.

function withdraw(amount, balance) {  
 if (amount === 0) {  
 console.log("Для проведення операції введіть суму більшу за нуль");  
 } else if (amount > balance) {  
 console.log("Недостатньо коштів на рахунку");  
 } else {  
 console.log("Операція зняття коштів проведена успішно");  
 }  
}  
  
withdraw(0, 300); *// "Для проведення операції введіть суму більшу за нуль"*  
withdraw(500, 300); *// "Недостатньо коштів на рахунку"*  
withdraw(100, 300); *// "Операція зняття коштів проведена успішно"*

Навіть у такому простому прикладі є група вкладених умовних операторів, серед яких не одразу можна зрозуміти логіку виконання коду.

У функції може бути більше одного оператора return. Головне пам'ятати, що виконання функції переривається, коли інтерпретатор зустрічає повернення, і увесь код після нього буде проігнорований в поточному виконанні функції.

**Патерн «Раннє повернення»** - це спосіб використовувати можливість дострокового повернення з функції за допомогою оператора return. Використовуючи цей прийом, ми отримуємо чистіший, плоскіший і зрозуміліший код, який простіше рефакторити.

Виділимо всі перевірки умов в окремі оператори if, після чого додамо код, що знаходиться в тілі else. В ідеальному випадку, повинен вийти плоский список умовних операторів, що йдуть один за одним, а в кінці - блок, який виконається тільки у тому випадку, якщо не виконається жоден if.

function withdraw(amount, balance) {  
 *// Якщо умова виконується, викликається console.log*  
 *// і вихід із функції. Код після тіла if не виконається.*  
 if (amount === 0) {  
 console.log("Для проведення операції введіть суму більшу за нуль");  
 return;  
 }  
  
 *// Якщо умова першого if не виконалась, його тіло пропускається*  
 *// та інтерпретатор доходе до другого if.*  
 *// Якщо умова виконується, викликається console.log і вихід із функції.*  
 *// Код, що знаходиться після тіла if, не виконається.*  
 if (amount > balance) {  
 console.log("Недостатньо коштів на рахунку");  
 return;  
 }  
  
 *// Якщо жоден із попередніх if не виконався,*  
 *// інтерпретатор доходить до цього коду і виконує його.*  
 console.log("Операція зняття коштів проведена");  
}  
  
withdraw(0, 300); *// "Для проведення операції введіть суму більшу за нуль"*  
withdraw(500, 300); *// "Недостатньо коштів на рахунку"*  
withdraw(100, 300); *// "Операція зняття коштів проведена"*

## Функціональний вираз[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/functions#%D1%84%D1%83%D0%BD%D0%BA%D1%86%D1%96%D0%BE%D0%BD%D0%B0%D0%BB%D1%8C%D0%BD%D0%B8%D0%B9-%D0%B2%D0%B8%D1%80%D0%B0%D0%B7)

**Функціональний вираз (function expression)** - звичайне оголошення змінної, значенням якої буде функція. Альтернативний спосіб оголошення функції.

*// Оголошення функції (function declaration)*  
function multiply(x, y, z) {  
 console.log(`Результат множення дорівнює ${x \* y \* z}`);  
}  
  
*// Функціональний вираз (function expression)*  
const multiply = function (x, y, z) {  
 console.log(`Результат множення дорівнює ${x \* y \* z}`);  
};

Різниця в тому, що функціональний вираз не можна викликати до місця його створення, тільки після нього, тому що це буквально оголошення const змінної.

*// ❌ Помилка! Не працює виклик до оголошення*  
multiply(1, 2, 3);  
  
const multiply = function (x, y, z) {  
 console.log(`Результат множення дорівнює ${x \* y \* z}`);  
};  
  
*// ✅ Працює виклик після оголошення*  
multiply(4, 5, 6);

A оголошення функції можна викликати до місця її створення в коді.

*// ✅ Працює виклик до оголошення*  
multiply(1, 2, 3);  
  
function multiply(x, y, z) {  
 console.log(`Результат множення дорівнює ${x \* y \* z}`);  
}  
  
*// ✅ Працює виклик після оголошення*  
multiply(4, 5, 6);

# Стек вызовов

При вызове функции, внутри её тела могут вызываться другие функции, а в них другие и т. д. JavaScript однопоточный язык, то есть в одну единицу времени может выполняться только одна инструкция. Это значит, что уже вызванные функции, которые не закончили свое выполнение, должны ждать выполнения функций вызванных внутри себя, для того, чтобы продолжить свою работу.

function fnA() {  
 console.log("Лог внуртри функции fnA до вызова fnB");  
 fnB();  
 console.log("Лог внуртри функции fnA после вызова fnB");  
}  
  
function fnB() {  
 console.log("Лог внутри функции fnB");  
}  
  
console.log("Лог перед вызовом fnA");  
fnA();  
console.log("Лог после вызова fnA");  
  
*// "Лог перед вызовом fnA"*  
*// "Лог внуртри функции fnA до вызова fnB"*  
*// "Лог внутри функции fnB"*  
*// "Лог внуртри функции fnA после вызова fnB"*  
*// "Лог после вызова fnA"*

Необходим механизм хранения списка функций, которые были вызваны, но еще не закончили свое выполнение и механизм управления порядком выполнения этих функций - и именно за это отвечает стек вызовов (call stack).

## Стек[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/callstack#%D1%81%D1%82%D0%B5%D0%BA)

**Стек** - структура данных, которая работает по принципу LIFO (Last-In-First-Out), то есть последним пришёл - первым вышел. Последнее, что добавляется на стек, будет удалено из него первым, значит можно добавить или удалить элементы только из верхушки стека.

Представьте стек как массив у которого есть только методы pop и push, то есть можно добавить или удалить только элемент в конце коллекции.
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## Стек вызовов[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/callstack" \l "%D1%81%D1%82%D0%B5%D0%BA-%D0%B2%D1%8B%D0%B7%D0%BE%D0%B2%D0%BE%D0%B2" \o "Direct link to heading)

**Стек вызовов (call stack)** - это механизм для отслеживания текущего местонахождения интерпретатора в коде, который вызывает несколько функций. Какая из функций выполняется на данный момент, какие функции вызываются изнутри выполняемой функции, какая будет вызвана следующей и т. д.

* Когда скрипт вызывает функцию, интерпретатор добавляет её в стек вызовов и начинает выполнение.
* Любые функции, вызванные выполняемой функцией, добавляются в стек вызовов и выполняются, как только происходит их вызов.
* Когда выполнение функции завершено, интерпретатор снимает её со стека вызовов и возобновляет выполнение кода с той точки, где остановился до этого. То есть начинает выполняться функция, запись которой лежит следующей на стеке.

ИНТЕРЕСНО

**Stack frame (кадр стека, запись стека)** - структура которая добавляется на стек при вызове функции. Хранит служебную информацию, например имя функции и номер строки, в которой произошел вызов.

function bar() {  
 console.log("bar");  
}  
  
function baz() {  
 console.log("baz");  
}  
  
function foo() {  
 console.log("foo");  
 bar();  
 baz();  
}  
  
foo();

При выполнении этого кода сначала вызывается foo(), затем внутри foo() вызывается bar(), а затем baz(). Вызовы console.log() так же учитываются, ведь это функция. На иллюстрации ниже пошагово изображен стек вызовов для примера.
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## Переполнение стека вызовов[​](https://textbook.edu.goit.global/lms-it-generation-js/uk/docs/lesson-02/callstack" \l "%D0%BF%D0%B5%D1%80%D0%B5%D0%BF%D0%BE%D0%BB%D0%BD%D0%B5%D0%BD%D0%B8%D0%B5-%D1%81%D1%82%D0%B5%D0%BA%D0%B0-%D0%B2%D1%8B%D0%B7%D0%BE%D0%B2%D0%BE%D0%B2" \o "Direct link to heading)

Стек вызовов не безграничный, ему отводится конечный объекм памяти. Иногда в консоли можно увидеть ошибку "Uncaught RangeError: Maximum call stack size exceeded" - переполнение стека (stack overflow).

Это может произойти при неправильном использовании рекурсии или зацикливании вызовов функций, то есть, если идут бесконечные вызовы функций и результат не возвращается, то стек увеличивается. По достижению предела количества записей стека и возникнет такая ошибка и скрипт «падает».

## Scope chain search